**MODULE\_1**  
**Introduction to R programming**

* R is an open-source programming language that is widely used as a statistical software and data analysis tool.
* R is a popular programming language used for statistical computing and graphical presentation. Its most common use is to analyze and visualize data.
* R comes with the Command-line interface.
* R is available across widely used platforms like Windows, Linux, and macOS. Also, the R programming language is the latest cutting-edge tool.
* It was designed by **Ross Ihaka and Robert Gentleman** at the University of Auckland, New Zealand, and is currently developed by the R Development Core Team.
* R programming language is an implementation of the S programming language.

#### Why R Programming Language is used?

* R programming is used as a tool for machine learning, statistics, and data analysis. Objects, functions, and packages can easily be created by R.
* It’s a platform-independent language. This means it can be applied to all operating system.
* It’s an open-source free language. That means anyone can install it in any organization without purchasing a license.
* R programming language is not only a statistic package but also allows us to integrate with other languages (C, C++). Thus, you can easily interact with many data sources and statistical packages.
* The R programming language has a vast community of users and it’s growing day by day.
* R is currently one of the most requested programming languages in the Data Science job market that makes it the hottest trend nowadays.

#### Features of R Programming Language

1. **Statistical Features of R:**

* **Basic Statistics:** The most common basic statistics terms are the mean, mode, and median. These are all known as “Measures of Central Tendency.” So using the R language we can measure central tendency very easily.
* **Static graphics:** R is rich with facilities for creating and developing interesting static graphics. R contains functionality for many plot types including graphic maps, mosaic plots, biplots, and the list goes on.
* **Probability distributions:** Probability distributions play a vital role in statistics and by using R we can easily handle various types of probability distribution such as Binomial Distribution, Normal Distribution, Chi-squared Distribution and many more.
* **Data analysis:** It provides a large, coherent and integrated collection of tools for data analysis.

1. **Programming Features of R:**

* **R Packages:** One of the major features of R is it has a wide availability of libraries. R has CRAN(Comprehensive R Archive Network), which is a repository holding more than 10, 0000 packages.
* **Distributed Computing:** Distributed computing is a model in which components of a software system are shared among multiple computers to improve efficiency and performance. Two new packages **ddR and multidplyr** used for distributed programming in R were released in November 2015.

#### Programming in R:

Since R is much similar to other widely used languages syntactically, it is easier to code and learn in R. Programs can be written in R in any of the widely used IDE like **R Studio, Rattle, Tinn-R**, etc. After writing the program save the file with the extension **.r**. To run the program use the following command on the command line:

**Advantages of R:**

1. R is the most comprehensive statistical analysis package.It is a great resource for data analysis, data visualization, data science and machine learning
2. As R programming language is an open source and free. Thus, you can run R anywhere and at any time.
3. R programming language is suitable for GNU/Linux and Windows operating system.
4. R programming is cross-platform which runs on any operating system.
5. In R, everyone is welcome to provide new packages, bug fixes, and code enhancements.
6. It provides many statistical techniques (such as statistical tests, classification, clustering and data reduction)
7. It is easy to draw graphs in R, like pie charts, histograms, box plot, scatter plot, etc++
8. It works on different platforms (Windows, Mac, Linux)
9. It has a large community support
10. It has many packages (libraries of functions) that can be used to solve different problems

**Disadvantages of R:**

* In the R programming language, the standard of some packages is less than perfect.
* Although, R commands give little pressure to memory management. So R programming language may consume all available memory.
* In R basically, nobody to complain if something doesn’t work.
* R programming language is much slower than other programming languages such as Python and MATLAB.

**Applications of R:**

* We use R for Data Science. It gives us a broad variety of libraries related to statistics. It also provides the environment for statistical computing and design.
* R is used by many quantitative analysts as its programming tool. Thus, it helps in data importing and cleaning.
* R is the most prevalent language. So many data analysts and research programmers use it. Hence, it is used as a fundamental tool for finance.
* Tech giants like Google, Facebook, bing, Twitter, Accenture, Wipro and many more using R nowadays.

R and Python both play a major role in data science. It becomes confusing for any newbie to choose the better or the most suitable one among the two, R and Python. So take a look at [R vs Python for Data Science](https://www.geeksforgeeks.org/r-vs-python-datascience/) to choose which language is more suitable for data science.

1. **Installation**:
   * To get started with R, you need to download and install it on your computer. You can obtain the latest version of R from the official website (<https://www.r-project.org/>). Additionally, you may want to install an integrated development environment (IDE) for R, such as RStudio (<https://www.rstudio.com/>), to make your coding experience more convenient.
2. **R Basics**:
   * R is an interpreted language, which means you can execute code interactively in the R console or write scripts.
   * You can perform basic arithmetic operations, assign variables, and create vectors (arrays) easily. For example:

x <- 5 y <- 10 z <- x + y

1. **Data Types**:
   * R supports various data types, including numeric, character, logical, and factors. It also has more advanced data structures like vectors, matrices, data frames, and lists.
2. **Data Manipulation**:
   * R provides extensive functions for data manipulation and transformation. The **dplyr** package, for instance, offers a concise and powerful way to filter, arrange, and summarize data.
3. **Data Visualization**:
   * R excels in data visualization with packages like **ggplot2**. You can create a wide range of high-quality plots and charts to explore and communicate your data effectively.
4. **Statistical Analysis**:
   * R is renowned for its statistical capabilities. It offers numerous built-in statistical functions and libraries, making it a top choice for data analysis and hypothesis testing.
5. **Packages and Libraries**:
   * R's strength lies in its vast ecosystem of packages contributed by the community. You can extend R's functionality by installing and loading packages relevant to your specific task.
6. **Control Structures**:
   * R supports common control structures like loops (for, while), conditional statements (if-else), and functions. You can create custom functions to encapsulate reusable code.
7. **Data Import and Export**:
   * R can read data from various sources, including CSV files, Excel spreadsheets, databases, and web APIs. The **readr** and **readxl** packages are popular choices for data import.
8. **Documentation and Help**:
   * R has extensive documentation available within the language itself, accessible with the **help()** or **?** functions. Additionally, online resources, forums, and communities like Stack Overflow provide ample support.
9. **Reproducibility**:
   * R promotes reproducible research. You can document your analysis steps and create reports using tools like R Markdown, ensuring that others can replicate your work easily.
10. **Version Control**:
    * It's a good practice to use version control systems like Git in combination with R to manage your code, collaborate with others, and track changes in your projects.
11. **Machine Learning**:
    * R has several packages (e.g., **caret**, **randomForest**, **xgboost**) that facilitate machine learning and predictive modeling tasks.
12. **Community and Collaboration**:
    * The R community is active and welcoming. Collaboration with other R users and sharing your own packages and code is encouraged.

**How to Run programs in the R Workspace:**

1. Open R (Double Click on Desktop Icon or Open Program from START)
2. Click on File → Open Script.
3. Select the Program you want to run, it will appear in a R Editor Window.
4. Right Click Select All (or Type Ctrl-A)
5. Right Click Run Line or Selection (or Type Ctrl-R)

R Sessions and Functions

### R Sessions:

1. **R Console**:
   * When you start R, you typically interact with it through the R console. The console allows you to enter and execute R commands and see the results immediately.
2. **Scripts**:
   * In addition to the console, you can write R code in scripts. R scripts are collections of R commands saved in a text file with the ".R" extension. You can run a script by sourcing it, which executes all the commands in the script sequentially.
3. **Interactive Sessions**:
   * R is interactive, meaning you can enter commands one at a time and see the results immediately. This interactivity is beneficial for exploring data and experimenting with code.
4. **Workspace**:
   * R keeps track of your variables, data, and the state of your session in a workspace. You can save and load the workspace to preserve your environment between sessions.
5. **History**:
   * R maintains a history of commands you've executed in the current session. You can access and reuse previous commands from the history.
6. **Session Control**:
   * You can control the R session by saving your workspace, quitting R, or restarting it. This allows you to manage your work effectively.

**R FUNCTIONS:**

**There are mainly three types of function in R programming:**

* **Primitive Functions**

Some core functionality of R is defined using primitive functions, which use a special technique for accessing C-code, for performance reasons. Examples of primitive functions include language elements, like if and for , operators like + and $ , and mathematical functions like exp and sin .

* **Infix Functions**

Infix functions (operators) can help clean up your data model and maintain preferences for an order of operation. Most of the functions in R programming are written with the arguments set within a parenthesis.

* **Replacement Functions.**

The replace() method in R replaces the values in the defined vector or data frame with the indices specified in the list. Replace() is a very simple and straightforward function in R syntax.It also contains the vector, indices vector, and replacement values.

**Basic Math in R:**

Performing basic math operations in R is straightforward, and it works similarly to most other programming languages. You can use R as a calculator to perform arithmetic operations such as addition, subtraction, multiplication, and division. Here are some basic math operations in R:

1. **Addition (+)**:
2. **Subtraction (-)**:
3. **Multiplication (\*)**:
4. **Division (/)**:
5. **Exponentiation (^)**:
6. **Modulus (remainder) (%%)**:
7. **Integer Division (%/%)**:
8. **Square Root (sqrt())**
9. **Absolute Value (abs())**:
10. **Trigonometric Functions (sin(), cos(), tan())**:
11. **Logarithms (log(), log10())**:
12. **Rounding (round())**:
13. **Floor and Ceiling (floor(), ceiling())**:

You can combine these basic math operations to create more complex expressions. R follows the standard order of operations (PEMDAS/BODMAS), where parentheses have the highest precedence, followed by exponents, multiplication and division (left to right), and addition and subtraction (left to right).

# R Built-in Functions

The functions which are already created or defined in the programming framework are known as a built-in function. R has a rich set of functions that can be used to perform almost every task for the user. These built-in functions are divided into the following categories based on their functionality.

![R Built-in Functions](data:image/png;base64,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)

## Math Functions

R provides the various mathematical functions to perform the mathematical calculation. These mathematical functions are very helpful to find absolute value, square value and much more calculations. In R, there are the following functions which are used:

|  |  |  |  |
| --- | --- | --- | --- |
| **S. No** | **Function** | **Description** | **Example** |
| **1.** | abs(x) | It returns the absolute value of input x. | x<- -4  print(abs(x))  **Output**  [1] 4 |
| **2.** | sqrt(x) | It returns the square root of input x. | x<- 4  print(sqrt(x))  **Output**  [1] 2 |
| **3.** | ceiling(x) | It returns the smallest integer which is larger than or equal to x. | x<- 4.5  print(ceiling(x))  **Output**  [1] 5 |
| **4.** | floor(x) | It returns the largest integer, which is smaller than or equal to x. | x<- 2.5  print(floor(x))  **Output**  [1] 2 |
| **5.** | trunc(x) | It returns the truncate value of input x. | x<- c(1.2,2.5,8.1)  print(trunc(x))  **Output**  [1] 1 2 8 |
| **6.** | round(x, digits=n) | It returns round value of input x. | x<- -4  print(abs(x))  **Output**  4 |
| **7.** | cos(x), sin(x), tan(x) | It returns cos(x), sin(x) value of input x. | x<- 4  print(cos(x))  print(sin(x))  print(tan(x))  **Output**  [1] -06536436  [2] -0.7568025  [3] 1.157821 |
| **8.** | log(x) | It returns natural logarithm of input x. | x<- 4  print(log(x))  **Output**  [1] 1.386294 |
| **9.** | log10(x) | It returns common logarithm of input x. | x<- 4  print(log10(x))  **Output**  [1] 0.60206 |
| **10.** | exp(x) | It returns exponent. | x<- 4  print(exp(x))  **Output**  [1] 54.59815 |

## String Function

R provides various string functions to perform tasks. These string functions allow us to extract sub string from string, search pattern etc. There are the following string functions in R:

|  |  |  |  |
| --- | --- | --- | --- |
| **S. No** | **Function** | **Description** | **Example** |
| **1.** | substr(x, start=n1,stop=n2) | It is used to extract substrings in a character vector. | a <- "987654321"  substr(a, 3, 3)  **Output**  [1] "3" |
| **2.** | grep(pattern, x , ignore.case=FALSE, fixed=FALSE) | It searches for pattern in x. | st1 <- c('abcd','bdcd','abcdabcd')  pattern<- '^abc'  print(grep(pattern, st1))  **Output**  [1] 1 3 |
| **3.** | sub(pattern, replacement, x, ignore.case =FALSE, fixed=FALSE) | It finds pattern in x and replaces it with replacement (new) text. | st1<- "England is beautiful but no the part of EU"  sub("England', "UK", st1)  **Output**  [1] "UK is beautiful but not a part of EU" |
| **4.** | paste(..., sep="") | It concatenates strings after using sep string to separate them. | paste('one',2,'three',4,'five')  **Output**  [1] one 2 three 4 five |
| **5.** | strsplit(x, split) | It splits the elements of character vector x at split point. | a<-"Split all the character"  print(strsplit(a, ""))  **Output**  [[1]]  [1] "split" "all" "the" "character" |
| **6.** | tolower(x) | It is used to convert the string into lower case. | st1<- "shuBHAm"  print(tolower(st1))  **Output**  [1] shubham |
| **7.** | toupper(x) | It is used to convert the string into upper case. | st1<- "shuBHAm"  print(toupper(st1))  **Output**  [1] SHUBHAM |

## Other Statistical Function

Apart from the functions mentioned above, there are some other useful functions which helps for statistical purpose. There are the following functions:

|  |  |  |  |
| --- | --- | --- | --- |
| **S. No** | **Function** | **Description** | **Example** |
| **1.** | mean(x, trim=0, na.rm=FALSE) | It is used to find the mean for x object | a<-c(0:10, 40)  xm<-mean(a)  print(xm)  **Output**  [1] 7.916667 |
| **2.** | sd(x) | It returns standard deviation of an object. | a<-c(0:10, 40)  xm<-sd(a)  print(xm)  **Output**  [1] 10.58694 |
| **3.** | median(x) | It returns median. | a<-c(0:10, 40)  xm<-meadian(a)  print(xm)  **Output**  [1] 5.5 |
| **4.** | quantilie(x, probs) | It returns quantile where x is the numeric vector whose quantiles are desired and probs is a numeric vector with probabilities in [0, 1] |  |
| **5.** | range(x) | It returns range. | a<-c(0:10, 40)  xm<-range(a)  print(xm)  **Output**  [1] 0 40 |
| **6.** | sum(x) | It returns sum. | a<-c(0:10, 40)  xm<-sum(a)  print(xm)  **Output**  [1] 95 |
| **7.** | diff(x, lag=1) | It returns differences with lag indicating which lag to use. | a<-c(0:10, 40)  xm<-diff(a)  print(xm)  **Output**  [1] 1 1 1 1 1 1 1 1 1 1 30 |
| **8.** | min(x) | It returns minimum value. | a<-c(0:10, 40)  xm<-min(a)  print(xm)  **Output**  [1] 0 |
| **9.** | max(x) | It returns maximum value | a<-c(0:10, 40)  xm<-max(a)  print(xm)  **Output**  [1] 40 |
| **10.** | scale(x, center=TRUE, scale=TRUE) | Column center or standardize a matrix. | a <- matrix(1:9,3,3)  scale(x)  **Output**  [,1]  [1,] -0.747776547  [2,] -0.653320562  [3,] -0.558864577  [4,] -0.464408592  [5,] -0.369952608  [6,] -0.275496623  [7,] -0.181040638  [8,] -0.086584653  [9,] 0.007871332  [10,] 0.102327317  [11,] 0.196783302  [12,] 3.030462849  attr(,"scaled:center")  [1] 7.916667  attr(,"scaled:scale")  [1] 10.58694 |

# R - Variables

A variable provides us with named storage that our programs can manipulate. A variable in R can store an atomic vector, group of atomic vectors or a combination of many Robjects.

A variable is a memory allocated for the storage of specific data and the name associated with the variable is used to work around this reserved block.

The name given to a variable is known as its variable name. Usually a single variable stores only the data belonging to a certain data type.

The name is so given to them because when the program executes there is subject to change hence it varies from time to time.

A valid variable name consists of letters, numbers and the dot or underline characters. The variable name starts with a letter or the dot not followed by a number.

### Declaring and Initializing Variables in R Language

**R supports three ways of variable assignment:**

* Using equal operator- operators use an arrow or an equal sign to assign values to variables.
* Using the leftward operator- data is copied from right to left.
* Using the rightward operator- data is copied from left to right.

### R Variables Syntax

Types of Variable Creation in R:

* *Using equal to operators  
    variable\_name = value*
* *using leftward operator  
   variable\_name <- value*
* *using rightward operator   
   value -> variable\_name*

### Creating Variables in R

|  |
| --- |
| R program to illustrate Initialization of variable:  # **using equal to operator**  var1 = "hello"  print(var1)  # **using leftward operator**  var2 <- "hello"  print(var2)  # **using rightward operator**  "hello" -> var3  print(var3) |

**Output**

[1] "hello"

[1] "hello"

[1] "hello"

## Nomenclature of R Variables

The following rules need to be kept in mind while naming a R variable:

* A valid variable name consists of a combination of alphabets, numbers, dot(.), and underscore(\_) characters. Example: var.1\_ is valid
* Apart from the dot and underscore operators, no other special character is allowed. Example: var$1 or var#1 both are invalid
* Variables can start with alphabets or dot characters. Example: .var or var is valid
* The variable should not start with numbers or underscore. Example: 2var or \_var is invalid.
* If a variable starts with a dot the next thing after the dot cannot be a number. Example: .3var is invalid
* The variable name should not be a reserved keyword in R. Example: TRUE, FALSE,etc.

## Important Methods for R Variables

R provides some useful methods to perform operations on variables. These methods are used to determine the data type of the variable, finding a variable, deleting a variable, etc. Following are some of the methods used to work on variables:

### class() function

This built-in function is used to determine the data type of the variable provided to it. The R variable to be checked is passed to this as an argument and it prints the data type in return.

**Syntax**

class(variable)

**Example**

|  |
| --- |
| var1 = "hello"  print(class(var1)) |

**Output**

[1] "character"

### ls() function

This built-in function is used to know all the present variables in the workspace. This is generally helpful when dealing with a large number of variables at once and helps prevents overwriting any of them.

**Syntax**

ls()

**Example**

|  |
| --- |
| # using equal to operator  var1 = "hello"  # using leftward operator  var2 <- "hello"  # using rightward operator  "hello" -> var3  print(ls()) |

**Output:**

[1] "var1" "var2" "var3"

### rm() function

This is again a built-in function used to delete an unwanted variable within your workspace. This helps clear the memory space allocated to certain variables that are not in use thereby creating more space for others. The name of the variable to be deleted is passed as an argument to it.

**Syntax**

rm(variable)

**Example**

|  |
| --- |
| # using equal to operator  var1 = "hello"  # using leftward operator  var2 <- "hello"  # using rightward operator  "hello" -> var3  # Removing variable  rm(var3)  print(var3) |

**Output**

Error in print(var3) : object 'var3' not found

Execution halted

## Variable Assignment

The variables can be assigned values using leftward, rightward and equal to operator. The values of the variables can be printed using **print()** or **cat()** function. The **cat()** function combines multiple items into a continuous print output.

Assignment using equal operator.

var.1 = c(0,1,2,3)

# Assignment using leftward operator.

var.2 <- c("learn","R")

# Assignment using rightward operator.

c(TRUE,1) -> var.3

print(var.1)

cat ("var.1 is ", var.1 ,"\n")

cat ("var.2 is ", var.2 ,"\n")

cat ("var.3 is ", var.3 ,"\n")

When we execute the above code, it produces the following result −

[1] 0 1 2 3

var.1 is 0 1 2 3

var.2 is learn R

var.3 is 1 1

**Note** − The vector c(TRUE,1) has a mix of logical and numeric class. So logical class is coerced to numeric class making TRUE as 1.

## Data Type of a Variable

In R, a variable itself is not declared of any data type, rather it gets the data type of the R - object assigned to it. So R is called a dynamically typed language, which means that we can change a variable’s data type of the same variable again and again when using it in a program.

var\_x <- "Hello"

cat("The class of var\_x is ",class(var\_x),"\n")

var\_x <- 34.5

cat(" Now the class of var\_x is ",class(var\_x),"\n")

var\_x <- 27L

cat(" Next the class of var\_x becomes ",class(var\_x),"\n")

When we execute the above code, it produces the following result −

The class of var\_x is character

Now the class of var\_x is numeric

Next the class of var\_x becomes integer

## Finding Variables

To know all the variables currently available in the workspace we use the **ls()** function. Also the ls() function can use patterns to match the variable names.

print(ls())

When we execute the above code, it produces the following result −

[1] "my var" "my\_new\_var" "my\_var" "var.1"

[5] "var.2" "var.3" "var.name" "var\_name2."

[9] "var\_x" "varname"

**Note** − It is a sample output depending on what variables are declared in your environment.

The ls() function can use patterns to match the variable names.

# List the variables starting with the pattern "var".

print(ls(pattern = "var"))

When we execute the above code, it produces the following result −

[1] "my var" "my\_new\_var" "my\_var" "var.1"

[5] "var.2" "var.3" "var.name" "var\_name2."

[9] "var\_x" "varname"

The variables starting with **dot(.)** are hidden, they can be listed using "all.names = TRUE" argument to ls() function.

print(ls(all.name = TRUE))

When we execute the above code, it produces the following result −

[1] ".cars" ".Random.seed" ".var\_name" ".varname" ".varname2"

[6] "my var" "my\_new\_var" "my\_var" "var.1" "var.2"

[11]"var.3" "var.name" "var\_name2." "var\_x"

## Deleting Variables

Variables can be deleted by using the **rm()** function. Below we delete the variable var.3. On printing the value of the variable error is thrown.

rm(var.3)

print(var.3)

When we execute the above code, it produces the following result −

[1] "var.3"

Error in print(var.3) : object 'var.3' not found

All the variables can be deleted by using the **rm()** and **ls()** function together.

rm(list = ls())

print(ls())

When we execute the above code, it produces the following result −

character(0)

## Scope of Variables in R programming

The location where we can find a variable and also access it if required is called the [scope of a variable](https://www.geeksforgeeks.org/scope-of-variable-in-r/). There are mainly two types of variable scopes:

### 1.Global Variables

Global variables are those variables that exist throughout the execution of a program. It can be changed and accessed from any part of the program.

As the name suggests, Global Variables can be accessed from any part of the program.

* They are available throughout the lifetime of a program.
* They are declared anywhere in the program outside all of the functions or blocks.

**Declaring global variables**

Global variables are usually declared outside of all of the functions and blocks. They can be accessed from any portion of the program

|  |
| --- |
| # R program to illustrate  # usage of global variables  # global variable  global = 5  # global variable accessed from  # within a function  display = function(){  print(global)  }  display()  # changing value of global variable  global = 10  display() |

**Output**

[1] 5

[1] 10

In the above code, the variable ‘**global’** is declared at the top of the program outside all of the functions so it is a global variable and can be accessed or updated from anywhere in the program.

### Local Variables

Local variables are those variables that exist only within a certain part of a program like a function and are released when the function call ends. Local variables do not exist outside the block in which they are declared, i.e. they can not be accessed or used outside that block.

**Declaring local variables**

Local variables are declared inside a block.

|  |
| --- |
| # R program to illustrate usage of local variables  func = function(){  # this variable is local to the  # function func() and cannot be  # accessed outside this function  age = 18  print(age)  }    cat("Age is:\n")  func() |

**Output**

Age is:

[1] 18

**Difference between local and global variables in R**

1. **Scope** A global variable is defined outside of any function and may be accessed from anywhere in the program, as opposed to a local variable.
2. **Lifetime** A local variable’s lifetime is constrained by the function in which it is defined. The local variable is destroyed once the function has finished running. A global variable, on the other hand, doesn’t leave memory until the program is finished running or the variable is explicitly deleted.
3. **Naming conflicts** If the same variable name is used in different portions of the program, they may occur since a global variable can be accessed from anywhere in the program. Contrarily, local variables are solely applicable to the function in which they are defined, reducing the likelihood of naming conflicts.
4. **Memory usage**Because global variables are kept in memory throughout program execution, they can eat up more memory than local variables. Local variables, on the other hand, are created and destroyed only when necessary, therefore they normally use less memory.

### ****What are R Data types?****

R Data types are used in computer programming to specify the kind of data that can be stored in a variable. For effective memory consumption and precise computation, the right data type must be selected. Each R data type has its own set of regulations and restrictions.

### ****Data Types in R Programming Language:****

Each variable in R has an associated data type. Each R-Data Type requires different amounts of memory and has some specific operations which can be performed over it. [R Programming language](https://www.geeksforgeeks.org/r-programming-language-introduction/) has the following basic R-data types and the following table shows the data type and the values that each data type can take.

| **Basic Data Types** | **Values** | **Examples** |
| --- | --- | --- |
| Numeric | Set of all real numbers | "numeric\_value <- 3.14" |
| Integer | Set of all integers, Z | "integer\_value <- 42L" |
| Logical | TRUE and FALSE | "logical\_value <- TRUE" |
| Complex | Set of complex numbers | "complex\_value <- 1 + 2i" |
| Character | “a”, “b”, “c”, …, “@”, “#”, “$”, …., “1”, “2”, …etc | "character\_value <- "Hello Geeks" |
| raw | as.raw() | "single\_raw <- as.raw(255)" |

### Numeric Data type in R

Decimal values are called numerics in R. It is the default  R data type for numbers in R. If you assign a decimal value to a variable x as follows, x will be of numeric type. Real numbers with a decimal point are represented using this data type in R. it uses a format for double-precision floating-point numbers to represent numerical values

|  |
| --- |
| # A simple R program  # to illustrate Numeric data type    # Assign a decimal value to x  x = 5.6  # print the class name of variable  print(class(x))  # print the type of variable  print(typeof(x)) |

**Output**

[1] "numeric"

[1] "double"

Even if an integer is assigned to a variable y, it is still saved as a numeric value.

* R

|  |
| --- |
| # A simple R program  # to illustrate Numeric data type  # Assign an integer value to y  y = 5  # print the class name of variable  print(class(y))  # print the type of variable  print(typeof(y)) |

**Output**

[1] "numeric"

[1] "double"

When R stores a number in a variable, it converts the number into a “double” value or a decimal type with at least two decimal places. This means that a value such as “5” here, is stored as 5.00 with a type of double and a class of numeric. And also y is not an integer here can be confirmed with the **is.integer()** function.

* R

|  |
| --- |
| # A simple R program  # to illustrate Numeric data type  # Assign a integer value to y  y = 5  # is y an integer?  print(is.integer(y)) |

**Output**

[1] FALSE

### Integer Data type in R

R supports integer data types which are the set of all integers. You can create as well as convert a value into an integer type using the **as.integer()** function. You can also use the capital ‘L’ notation as a suffix to denote that a particular value is of the integer R data type.

|  |
| --- |
| # A simple R program to illustrate integer data type  # Create an integer value  x = as.integer(5)    # print the class name of x  print(class(x))    # print the type of x  print(typeof(x))    # Declare an integer by appending an L suffix.  y = 5L    # print the class name of y  print(class(y))    # print the type of y  print(typeof(y)) |

**Output**

[1] "integer"

[1] "integer"

[1] "integer"

[1] "integer"

### Logical Data type in R

R has logical data types that take either a value of true or false. A logical value is often created via a comparison between variables. Boolean values, which have two possible values, are represented by this R data type: FALSE or TRUE

* R

|  |
| --- |
| # A simple R program to illustrate logical data type    # Sample values  x = 4  y = 3    # Comparing two values  z = x > y  # print the logical value  print(z)    # print the class name of z  print(class(z))    # print the type of z  print(typeof(z)) |

**Output**

[1] TRUE

[1] "logical"

[1] "logical"

### Complex Data type in R

R supports complex data types that are set of all the complex numbers. The complex data type is to store numbers with an imaginary component.

* R

|  |
| --- |
| # A simple R program  # to illustrate complex data type    # Assign a complex value to x  x = 4 + 3i  # print the class name of x  print(class(x))    # print the type of x  print(typeof(x)) |

**Output**

[1] "complex"

[1] "complex"

### Character Data type in R

R supports character data types where you have all the alphabets and special characters. It stores character values or strings. Strings in R can contain alphabets, numbers, and symbols. The easiest way to denote that a value is of character type in R data type is to wrap the value inside single or double inverted commas.

* R

|  |
| --- |
| # A simple R program to illustrate character data type  # Assign a character value to char  char = "Geeksforgeeks"    # print the class name of char  print(class(char))    # print the type of char  print(typeof(char)) |

**Output**

[1] "character"

[1] "character"

There are several tasks that can be done using R data types. Let’s understand each task with its action and the syntax for doing the task along with an R code to illustrate the task.

### ****Raw data type in R****

To save and work with data at the byte level in R, use the raw data type. By displaying a series of unprocessed bytes, it enables low-level operations on binary data. Here are some speculative data on R’s raw data types:

* R

|  |
| --- |
| # Create a raw vector  x <- as.raw(c(0x1, 0x2, 0x3, 0x4, 0x5))  print(x) |

**Output:**

[1] 01 02 03 04 05

Five elements make up this raw vector x, each of which represents a raw byte value.

### Find data type of an object in R

To find the data type of an object you have to use **class()** function. The syntax for doing that is you need to pass the object as an argument to the function **class()** to find the data type of an object.

**Syntax**

class(object)

**Example**

|  |
| --- |
| # A simple R program to find data type of an object    # Logical  print(class(TRUE))    # Integer  print(class(3L))    # Numeric  print(class(10.5))    # Complex  print(class(1+2i))    # Character  print(class("12-04-2020")) |

**Output**

[1] "logical"

[1] "integer"

[1] "numeric"

[1] "complex"

[1] "character"

### Type verification

To do that, you need to use the prefix “is.” before the data type as a command. The syntax for that is, **is.data\_type()** of the object you have to verify.

**Syntax:**

is.data\_type(object)

**Example**

|  |
| --- |
| A simple R program Verify if an object is of a certain datatype  **# Logical**  print(is.logical(TRUE))  **# Integer**  print(is.integer(3L))  **# Numeric**  print(is.numeric(10.5))  **# Complex**  print(is.complex(1+2i))  **# Character**  print(is.character("12-04-2020"))  print(is.integer("a"))  print(is.numeric(2+3i)) |

**Output**

[1] TRUE

[1] TRUE

[1] TRUE

[1] TRUE

[1] TRUE

[1] FALSE

[1] FALSE

### Coerce or convert the data type of an object to another

The process of altering the data type of an object to another type is referred to as coercion or data type conversion. This is a common operation in many programming languages that is used to alter data and perform various computations. When coercion is required, the language normally performs it automatically, whereas conversion is performed directly by the programmer.

Coercion can manifest itself in a variety of ways, depending on the [R programming language](https://www.geeksforgeeks.org/r-programming-language-introduction/) and the context in which it is employed. In some circumstances, the coercion is implicit, which means that the language will change one type to another without the programmer having to expressly request it.

* **Syntax**

as.data\_type(object)

**Note:**All the coercions are not possible and if attempted will be returning an “NA” value.

**Example**

|  |
| --- |
| #A simple R program convert data type of an object to another  # Logical  print(as.numeric(TRUE))  # Integer  print(as.complex(3L))    # Numeric  print(as.logical(10.5))    # Complex  print(as.character(1+2i))    # Can't possible  print(as.numeric("12-04-2020")) |

**Output**

[1] 1

[1] 3+0i

[1] TRUE

[1] "1+2i"

[1] NA

Warning message:

In print(as.numeric("12-04-2020")) : NAs introduced by coercion

**R vectors**

R vectors are the same as the arrays in C language which are used to hold multiple data values of the same type. One major key point is that in R the indexing of the vector will start from ‘1’ and not from ‘0’. We can create numeric vectors and character vectors as well.
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*R – Vector*

## Types of R vectors

Vectors are of different types which are used in R. Following are some of the types of vectors:

**1.Numeric vectors:** Numeric vectors are those which contain numeric values such as integer, float, etc.

|  |
| --- |
| # R program to create numeric Vectors creation of vectors using c() function.  v1<- c(4, 5, 6, 7)  # display type of vector  typeof(v1)  # by using 'L' we can specify that we want integer values.  v2<- c(1L, 4L, 2L, 5L)  # display type of vector  typeof(v2) |

**Output:**

[1] "double"

[1] "integer"

**2.Character vectors:**Character vectors in R contain alphanumeric values and special characters.

|  |
| --- |
| # R program to create Character Vectorsby default numeric values are converted into characters  v1<- c('geeks', '2', 'hello', 57)  # Displaying type of vector  typeof(v1) |

**Output:**

[1] "character"

**Logical vectors:** Logical vectors in R contain Boolean values such as TRUE, FALSE and NA for Null values.

|  |
| --- |
| # R program to create Logical Vectors Creating logical vector  # using c() function  v1<- c(TRUE, FALSE, TRUE, NA)  # Displaying type of vector  typeof(v1) |

**Output:**

[1] "logical"

### Creating a vector

There are different ways of creating R vectors. Generally, we use ‘c’ to combine different elements together.

|  |
| --- |
| # R program to create Vectors# we can use the c function# to combine the values as a vector. By default the type will be double  X<- c(61, 4, 21, 67, 89, 2)  cat('using c function', X, '\n')  # seq() function for creating  # a sequence of continuous values.  # length.out defines the length of vector.  Y<- seq(1, 10, length.out = 5)  cat('using seq() function', Y, '\n')  # use':' to create a vector  # of continuous values.  Z<- 2:7  cat('using colon', Z) |

**Output:**

using c function 61 4 21 67 89 2

using seq() function 1 3.25 5.5 7.75 10

using colon 2 3 4 5 6 7

### Length of R vector

* R

|  |
| --- |
| # Create a numeric vector  x <- c(1, 2, 3, 4, 5)  # Find the length of the vector  length(x)  # Create a character vector  y <- c("apple", "banana", "cherry")  # Find the length of the vector  length(y)  # Create a logical vector  z <- c(TRUE, FALSE, TRUE, TRUE)  # Find the length of the vector  length(z) |

**Output:**

> length(x)

[1] 5

> length(y)

[1] 3

> length(z)

[1] 4

### Accessing R vector elements

Accessing elements in a vector is the process of performing operation on an individual element of a vector. There are many ways through which we can access the elements of the vector. The most common is using the ‘[]’, symbol.

|  |
| --- |
| # R program to access elements of a Vector accessing elements with an index number.  X<- c(2, 5, 18, 1, 12)  cat('Using Subscript operator', X[2], '\n')  # by passing a range of values  # inside the vector index.  Y<- c(4, 8, 2, 1, 17)  cat('Using combine() function', Y[c(4, 1)], '\n') |

**Output:**

Using Subscript operator 5

Using combine() function 1 4

### Modifying a R vector

Modification of a Vector is the process of applying some operation on an individual element of a vector to change its value in the vector. There are different ways through which we can modify a vector:

|  |
| --- |
| # R program to modify elements of a Vector  # Creating a vector  X<- c(2, 7, 9, 7, 8, 2)    # modify a specific element  X[3] <- 1  X[2] <-9  cat('subscript operator', X, '\n')    # Modify using different logics.  X[1:5]<- 0  cat('Logical indexing', X, '\n')    # Modify by specifying  # the position or elements.  X<- X[c(3, 2, 1)]  cat('combine() function', X) |

**Output:**

subscript operator 2 9 1 7 8 2

Logical indexing 0 0 0 0 0 2

combine() function 0 0 0

### Deleting a R vector

Deletion of a Vector is the process of deleting all of the elements of the vector. This can be done by assigning it to a NULL value.

|  |
| --- |
| # R program to delete a Vector  # Creating a Vector  M<- c(8, 10, 2, 5)  # set NULL to the vector  M<- NULL  cat('Output vector', M) |

**Output:**

Output vector NULL

### Sorting elements of a R Vector

**sort()** function is used with the help of which we can sort the values in ascending or descending order.

|  |
| --- |
| # R program to sort elements of a Vector Creation of Vector  X<- c(8, 2, 7, 1, 11, 2)  # Sort in ascending order  A<- sort(X)  cat('ascending order', A, '\n')  # sort in descending order  # by setting decreasing as TRUE  B<- sort(X, decreasing = TRUE)  cat('descending order', B) |

**Output:**

ascending order 1 2 2 7 8 11

descending order 11 8 7 2 2 1

**CONCLUSION**

In R, the concept of a "conclusion" is not a built-in feature like in a formal report or document. However, in the context of data analysis or statistical research, you often draw conclusions based on your analysis and findings. These conclusions are typically documented in your analysis report, presentation, or code comments to communicate the results of your work effectively. Here's how you can summarize your analysis and draw conclusions in R:

1. **Summarize Findings**:
   * After performing data analysis or running statistical tests, summarize your findings in a clear and concise manner. This may include key statistics, insights, and observations.
2. **Visualization**:
   * Use data visualization tools like ggplot2 to create plots and charts that visually represent your findings. Visualizations can help convey complex information more effectively.
3. **Interpret Results**:
   * Interpret the results of your analysis in the context of the research or problem you're addressing. Explain the implications of your findings and why they are relevant.
4. **Statistical Significance**:
   * If you conducted statistical tests, report the significance level (e.g., p-value) and explain whether the results are statistically significant. This helps assess the reliability of your conclusions.
5. **Provide Context**:
   * Consider providing context for your conclusions. Explain how your findings relate to the broader research question, hypothesis, or problem statement.
6. **Limitations and Assumptions**:
   * Acknowledge any limitations or assumptions made during your analysis. Discuss potential sources of bias or uncertainty that might affect your conclusions.
7. **Recommendations**:
   * If appropriate, offer recommendations or actions based on your conclusions. What should be done next, or what decisions can be made based on your analysis?
8. **Code Comments**:
   * If you're documenting your analysis in an R script, use comments to explain your code, especially parts related to data processing, calculations, and findings. This makes your code more understandable to others (and your future self).

Here's an example of how you might summarize your findings and draw conclusions in an R analysis script or report:

R # Load necessary libraries and data

library(ggplot2)

data <- read.csv("data.csv")

# Data analysis and visualization

# ...

# Conclusion

cat("In this analysis, we examined the data from a survey of 500 participants.\n")

cat("Our analysis revealed that:\n")

cat("- The average age of participants is 35 years.\n")

cat("- There is a significant positive correlation between income and education level (p < 0.05).\n")

cat("- 80% of respondents prefer product A over product B.\n")

# Recommendations

cat("Based on these findings, we recommend:\n")

cat("- Targeting younger demographics in marketing campaigns to increase product A sales.\n")

cat("- Investing in educational programs to boost income levels among our target audience.\

**Advanced Data Structures in R**

R offers a variety of advanced data structures beyond the basic ones like vectors and matrices. These advanced data structures are useful for handling more complex data and solving more advanced data analysis tasks. Here are some of the advanced data structures in R:

1. **Lists**:
   * Lists are versatile data structures that can store elements of different data types, including vectors, matrices, other lists, and even functions. They are particularly useful when you need to store heterogeneous data.

my\_list <- list(name = "John", age = 30, scores = c(90, 85, 78))

1. **Data Frames**:

* Data frames are two-dimensional tables that resemble a spreadsheet or a SQL table. They are used to store and manipulate tabular data, where columns can have different data types.

# Creating a data frame

df <- data.frame(

Name = c("Alice", "Bob", "Charlie"),

Age = c(25, 30, 22),

Score = c(85, 92, 78)

)

1. **Matrices**:

* While matrices are a basic data structure, they are still considered advanced because they store data in a two-dimensional format, which is essential for many numerical and statistical operations.

my\_matrix <- matrix(1:9, nrow = 3, ncol = 3)

1. **Factors**:

* Factors are used for categorical data, and they represent the different levels or categories within a variable. Factors are essential for statistical analysis.

gender <- factor(c("Male", "Female", "Male", "Female"))

1. **Arrays**:

* Arrays are multi-dimensional data structures, similar to matrices but with more than two dimensions. They are less commonly used than matrices but can be essential for certain advanced applications.

my\_array <- array(1:24, dim = c(2, 3, 4))

1. **Data Tables**:

* Data tables, provided by the **data.table** package, are an enhanced version of data frames optimized for handling large datasets. They offer fast data manipulation and subsetting.

library(data.table)

dt <- data.table(

Name = c("Alice", "Bob", "Charlie"),

Age = c(25, 30, 22),

Score = c(85, 92, 78)

)

1. **Lists of Data Frames**:

* Sometimes, you may need to work with lists where each element is a data frame. This structure is useful for handling multiple datasets or tables.

list\_of\_dfs <- list(df1, df2, df3)

1. **Sparse Matrices**:

* Sparse matrices are matrices that contain mostly zero values. They are used to efficiently store and manipulate large matrices with many zero entries. The **Matrix** package provides tools for working with sparse matrices.

library(Matrix)

sparse\_mat <- sparseMatrix(i = c(1, 2, 3), j = c(2, 1, 3), x = c(2, 3, 1))

**9.Time Series Objects**:

* R provides specialized data structures for time series data. The **ts** (time series) and **xts** (extensible time series) objects are commonly used to represent and analyze time series data, which includes timestamped observations.

library(xts)

timestamp <- seq(from = as.Date("2021-01-01"), by = "month", length.out = 12)

values <- c(100, 120, 110, 130, 115, 125, 105, 140, 130, 150, 120, 135)

ts\_data <- xts(values, order.by = timestamp)

**10.Spatial Data Structures**:

* If you work with geographic or spatial data, R offers advanced data structures like **SpatialPoints**, **SpatialLines**, and **SpatialPolygons** from the **sp** package. These are used to represent and analyze spatial information.

library(sp)

coordinates <- cbind(c(1, 2, 3), c(4, 5, 6))

spatial\_points <- SpatialPoints(coordinates)

**11.Networks and Graphs**:

* When dealing with network data, you can use data structures from packages like **igraph** to create and analyze graphs and networks. These structures include vertices, edges, and various graph algorithms.

library(igraph)

vertices <- c("A", "B", "C", "D")

edges <- data.frame(from = c("A", "A", "B", "C"), to = c("B", "C", "C", "D"))

graph <- graph\_from\_data\_frame(edges, vertices = vertices)

1. **Dictionaries and Named Lists**:
   * R allows you to create dictionaries and named lists, which are useful for associating values with specific keys or labels. This can be handy when you need to store data in a key-value pair format.

R  
# Creating a named list (dictionary)

my\_dict <- list(apple = 3, banana = 5, orange = 2)

1. **Environments**:
   * Environments are special data structures that store named objects (like variables and functions) and their values. They are used for managing and isolating variables in different scopes.

R

my\_env <- new.env()

my\_env$x <- 10

1. **S4 and Reference Classes**:

* R supports object-oriented programming (OOP) with advanced data structures like S4 classes and Reference Classes. These structures allow you to create custom classes and methods for your specific needs.

setClass("Person", representation(name = "character", age = "numeric"))

person <- new("Person", name = "Alice", age = 30)

1. **Ragged Arrays**:

* Ragged arrays are arrays where each element can have a different length. They are useful for representing irregular or nested data structures.

**ragged\_array <- list(c(1, 2, 3), c(4, 5), c(6, 7, 8, 9))**

## Data Frames

Data Frames are data displayed in a format as a table.

Data Frames can have different types of data inside it. While the first column can be character, the second and third can be numeric or logical. However, each column should have the same type of data.

Use the data.frame() function to create a data frame:

### Example

# Create a data frame  
Data\_Frame <- data.frame (  
  Training = c("Strength", "Stamina", "Other"),  
  Pulse = c(100, 150, 120),  
  Duration = c(60, 30, 45)  
)  
  
# Print the data frame  
Data\_Frame

**Summarize the Data:**

Use the summary() function to summarize the data from a Data Frame:

### Example

Data\_Frame <- data.frame (  
  Training = c("Strength", "Stamina", "Other"),  
  Pulse = c(100, 150, 120),  
  Duration = c(60, 30, 45)  
)  
Data\_Frame  
summary(Data\_Frame)

## Access Items:

We can use single brackets [ ], double brackets [[ ]] or $ to access columns from a data frame:

### Example

Data\_Frame <- data.frame (  
  Training = c("Strength", "Stamina", "Other"),  
  Pulse = c(100, 150, 120),  
  Duration = c(60, 30, 45)  
)  
  
Data\_Frame[1]  
  
Data\_Frame[["Training"]]  
  
Data\_Frame$Training

**Add Rows:**

Use the rbind() function to add new rows in a Data Frame:

### Example

Data\_Frame <- data.frame (  
  Training = c("Strength", "Stamina", "Other"),  
  Pulse = c(100, 150, 120),  
  Duration = c(60, 30, 45)  
)  
  
**# Add a new row:**  
New\_row\_DF <- rbind(Data\_Frame, c("Strength", 110, 110))  
  
**# Print the new row:**  
New\_row\_DF

## Add Columns:

Use the cbind() function to add new columns in a Data Frame:

### Example

Data\_Frame <- data.frame (  
  Training = c("Strength", "Stamina", "Other"),  
  Pulse = c(100, 150, 120),  
  Duration = c(60, 30, 45)  
)  
  
**# Add a new column**:  
New\_col\_DF <- cbind(Data\_Frame, Steps = c(1000, 6000, 2000))  
  
**# Print the new column**:  
New\_col\_DF

## Remove Rows and Columns:

Use the c() function to remove rows and columns in a Data Frame:

### Example

Data\_Frame <- data.frame (  
  Training = c("Strength", "Stamina", "Other"),  
  Pulse = c(100, 150, 120),  
  Duration = c(60, 30, 45)  
)  
  
**# Remove the first row and column:**  
Data\_Frame\_New <- Data\_Frame[-c(1), -c(1)]  
 **# Print the new data frame:**  
Data\_Frame\_New

## Amount of Rows and Columns:

Use the dim() function to find the amount of rows and columns in a Data Frame:

### Example

Data\_Frame <- data.frame (  
  Training = c("Strength", "Stamina", "Other"),  
  Pulse = c(100, 150, 120),  
  Duration = c(60, 30, 45)  
)  
  
dim(Data\_Frame)

You can also use the ncol() function to find the number of columns and nrow() to find the number of rows:

### Example

Data\_Frame <- data.frame (  
  Training = c("Strength", "Stamina", "Other"),  
  Pulse = c(100, 150, 120),  
  Duration = c(60, 30, 45)  
)  
  
ncol(Data\_Frame)  
nrow(Data\_Frame)

**Data Frame Length:**

Use the length() function to find the number of columns in a Data Frame (similar to ncol()):

### Example

Data\_Frame <- data.frame (  
  Training = c("Strength", "Stamina", "Other"),  
  Pulse = c(100, 150, 120),  
  Duration = c(60, 30, 45)  
)  
  
length(Data\_Frame)

**Combining Data Frames**

Use the rbind() function to combine two or more data frames in R vertically:

### Example

Data\_Frame1 <- data.frame (  
  Training = c("Strength", "Stamina", "Other"),  
  Pulse = c(100, 150, 120),  
  Duration = c(60, 30, 45)  
)  
  
Data\_Frame2 <- data.frame (  
  Training = c("Stamina", "Stamina", "Strength"),  
  Pulse = c(140, 150, 160),  
  Duration = c(30, 30, 20)  
)  
  
New\_Data\_Frame <- rbind(Data\_Frame1, Data\_Frame2)  
New\_Data\_Frame

And use the cbind() function to combine two or more data frames in R horizontally:

### Example

Data\_Frame3 <- data.frame (  
  Training = c("Strength", "Stamina", "Other"),  
  Pulse = c(100, 150, 120),  
  Duration = c(60, 30, 45)  
)  
  
Data\_Frame4 <- data.frame (  
  Steps = c(3000, 6000, 2000),  
  Calories = c(300, 400, 300)  
)  
  
New\_Data\_Frame1 <- cbind(Data\_Frame3, Data\_Frame4)  
New\_Data\_Frame1

**R -LIST**

A list in [R](https://www.geeksforgeeks.org/r-programming-language-introduction/)is a generic object consisting of an ordered collection of objects. Lists are one-dimensional, heterogeneous [data structures](https://www.geeksforgeeks.org/data-structures-in-r-programming/). The list can be a list of [vectors](https://www.geeksforgeeks.org/r-vector/), a list of matrices, a list of characters and a list of [functions](https://www.geeksforgeeks.org/functions-in-r-programming/), and so on.

A list is a vector but with heterogeneous data elements. A list in R is created with the use of **list()** function. R allows accessing elements of an R list with the use of the index value. In R, the indexing of a list starts with 1 instead of 0 like in other programming languages.

## ****Creating a List****

To create a List in R you need to use the function called “list()”. In other words, a list is a generic vector containing other objects. To illustrate how a list looks, we take an example here. We want to build a list of employees with the details. So for this, we want attributes such as ID, employee name, and the number of employees.

**Example:**

|  |
| --- |
| # R program to create a List. The first attributes is a numeric vector  # containing the employee IDs which is created  # using the command here  empId = c(1, 2, 3, 4)  # The second attribute is the employee name  # which is created using this line of code here  # which is the character vector  empName = c("Debi", "Sandeep", "Subham", "Shiba")  # The third attribute is the number of employees  # which is a single numeric variable.  numberOfEmp = 4  # We can combine all these three different  # data types into a list  # containing the details of employees  # which can be done using a list command  empList = list(empId, empName, numberOfEmp)  print(empList) |

**Output:**

[[1]]

[1] 1 2 3 4

[[2]]

[1] "Debi" "Sandeep" "Subham" "Shiba"

[[3]]

[1] 4

## ****Accessing components of a list:****

We can access components of an R list in two ways.

* **Access components by names:** All the components of a list can be named and we can use those names to access the components of the R list using the dollar command.

**Example:**

|  |
| --- |
| # R program to access  # components of a list  # Creating a list by naming all its components  empId = c(1, 2, 3, 4)  empName = c("Debi", "Sandeep", "Subham", "Shiba")  numberOfEmp = 4  empList = list(    "ID" = empId,    "Names" = empName,    "Total Staff" = numberOfEmp    )print(empList)  # Accessing components by names  cat("Accessing name components using $ command\n")  print(empList$Names) |

**Output:**

$ID

[1] 1 2 3 4

$Names

[1] "Debi" "Sandeep" "Subham" "Shiba"

$`Total Staff`

[1] 4

**Accessing name components using $ command::**

[1] "Debi" "Sandeep" "Subham" "Shiba"

* **Access components by indices:** We can also access the components of the R list using indices. To access the top-level components of a R list we have to use a double slicing operator “**[[ ]]**” which is two square brackets and if we want to access the lower or inner-level components of a R list we have to use another square bracket “**[ ]**” along with the double slicing operator “**[[ ]]**“.

**Example:**

|  |
| --- |
| # R program to access  # components of a list  # Creating a list by naming all its components  empId = c(1, 2, 3, 4)  empName = c("Debi", "Sandeep", "Subham", "Shiba")  numberOfEmp = 4  empList = list(    "ID" = empId,    "Names" = empName,    "Total Staff" = numberOfEmp    )  print(empList)  # Accessing a top level components by indices  cat("Accessing name components using indices\n")  print(empList[[2]])  # Accessing a inner level components by indices  cat("Accessing Sandeep from name using indices\n")  print(empList[[2]][2])  # Accessing another inner level components by indices  cat("Accessing 4 from ID using indices\n")  print(empList[[1]][4]) |

**Output:**

$ID

[1] 1 2 3 4

$Names

[1] "Debi" "Sandeep" "Subham" "Shiba"

$`Total Staff`

[1] 4

**Accessing name components using indices:**

[1] "Debi" "Sandeep" "Subham" "Shiba"

**Accessing Sandeep from name using indices:**

[1] "Sandeep"

**Accessing 4 from ID using indices:**

[1] 4

## ****Modifying components of a list:****

A R list can also be modified by accessing the components and replacing them with the ones which you want.

**Example:**

|  |
| --- |
| # R program to edit  # components of a list  # Creating a list by naming all its components  empId = c(1, 2, 3, 4)  empName = c("Debi", "Sandeep", "Subham", "Shiba")  numberOfEmp = 4  empList = list(    "ID" = empId,    "Names" = empName,    "Total Staff" = numberOfEmp  )  cat("Before modifying the list\n")  print(empList)  # Modifying the top-level component  empList$`Total Staff` = 5  # Modifying inner level component  empList[[1]][5] = 5  empList[[2]][5] = "Kamala"  cat("After modified the list\n")  print(empList) |

**Output:**

Before modifying the list

$ID

[1] 1 2 3 4

$Names

[1] "Debi" "Sandeep" "Subham" "Shiba"

$`Total Staff`

[1] 4

After modified the list

$ID

[1] 1 2 3 4 5

$Names

[1] "Debi" "Sandeep" "Subham" "Shiba" "Kamala"

$`Total Staff`

[1] 5

## ****Concatenation of lists:****

Two R lists can be concatenated using the concatenation function. So, when we want to concatenate two lists we have to use the concatenation operator.

**Syntax:**

*list = c(list, list1)  
list = the original list   
list1 = the new list*

**Example:**

|  |
| --- |
| # R program to edit components of a list.Creating a list by naming all its components  empId = c(1, 2, 3, 4)  empName = c("Debi", "Sandeep", "Subham", "Shiba")  numberOfEmp = 4  empList = list(    "ID" = empId,    "Names" = empName,    "Total Staff" = numberOfEmp  )  cat("Before concatenation of the new list\n")  print(empList)  # Creating another list  empAge = c(34, 23, 18, 45)  # Concatenation of list using concatenation operator  empList = c(empName, empAge)  cat("After concatenation of the new list\n")  print(empList) |

**Output:**

Before concatenation of the new list

$ID

[1] 1 2 3 4

$Names

[1] "Debi" "Sandeep" "Subham" "Shiba"

$`Total Staff`

[1] 4

After concatenation of the new list

[1] "Debi" "Sandeep" "Subham" "Shiba" "34" "23" "18" "45"

## ****Deleting components of a list:****

To delete components of a R list, first of all, we need to access those components and then insert a negative sign before those components. It indicates that we had to delete that component.

**Example:**

|  |
| --- |
| # R program to access components of a list    # Creating a list by naming all its components  empId = c(1, 2, 3, 4)  empName = c("Debi", "Sandeep", "Subham", "Shiba")  numberOfEmp = 4  empList = list(    "ID" = empId,    "Names" = empName,    "Total Staff" = numberOfEmp  )  cat("Before deletion the list is\n")  print(empList)  # Deleting a top level components  cat("After Deleting Total staff components\n")  print(empList[-3])  # Deleting a inner level components  cat("After Deleting sandeep from name\n")  print(empList[[2]][-2]) |

**Output:**

Before deletion the list is

$ID

[1] 1 2 3 4

$Names

[1] "Debi" "Sandeep" "Subham" "Shiba"

$`Total Staff`

[1] 4

After Deleting Total staff components

$ID

[1] 1 2 3 4

$Names

[1] "Debi" "Sandeep" "Subham" "Shiba"

After Deleting sandeep from name

[1] "Debi" "Subham" "Shiba"

## Merging list:

We can merge the R list by placing all the lists into a single list

|  |
| --- |
| # Create two lists.  lst1 <- list(1,2,3)  lst2 <- list("Sun","Mon","Tue")  # Merge the two lists.  new\_list <- c(lst1,lst2)  # Print the merged list.  print(new\_list) |

**Output:**

[[1]]

[1] 1

[[2]]

[1] 2

[[3]]

[1] 3

[[4]]

[1] "Sun"

[[5]]

[1] "Mon"

[[6]]

[1] "Tue"

## Converting List to Vector:

Here we are going to convert the R list to vector, for this we will create a list first and then unlist the list into the vector.

|  |
| --- |
| # Create lists.  lst <- list(1:5)  print(lst)  # Convert the lists to vectors.  vec <- unlist(lst)  print(vec) |

**Output:**

[[1]]

[1] 1 2 3 4 5

[1] 1 2 3 4 5

## R List to matrix:

We will create matrices using matrix() function in R programming. Another function that will be used is unlist() function to convert the lists into a vector.

|  |
| --- |
| # Defining list  lst1 <- list(list(1, 2, 3),              list(4, 5, 6))  # Print list  cat("The list is:\n")  print(lst1)  cat("Class:", class(lst1), "\n")  # Convert list to matrix  mat <- matrix(unlist(lst1), nrow = 2, byrow = TRUE)  # Print matrix  cat("\nAfter conversion to matrix:\n")  print(mat)  cat("Class:", class(mat), "\n") |

**Output:**

The list is:

[[1]]

[[1]][[1]]

[1] 1

[[1]][[2]]

[1] 2

[[1]][[3]]

[1] 3

[[2]]

[[2]][[1]]

[1] 4

[[2]][[2]]

[1] 5

[[2]][[3]]

[1] 6

Class: list

After conversion to matrix:

[,1] [,2] [,3]

[1,] 1 2 3

[2,] 4 5 6

Class: matrix

**Matrix**

**Matrix** is a rectangular arrangement of numbers in rows and columns. In a matrix, as we know rows are the ones that run horizontally and columns are the ones that run vertically. In [R programming](https://www.geeksforgeeks.org/r-programming-language-introduction/), matrices are two-dimensional, homogeneous [data structures](https://www.geeksforgeeks.org/data-structures-in-r-programming/). These are some examples of matrices:

![R - MatricesGeeksforgeeks](data:image/png;base64,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)

*R – Matrices*

#### Creating a Matrix

To create a matrix in R you need to use the function called **matrix()**. The arguments to this **matrix()** are the set of elements in the vector. You have to pass how many numbers of rows and how many numbers of columns you want to have in your matrix.

***Note:****By default, matrices are in column-wise order.*

|  |
| --- |
| # R program to create a matrix  A = matrix( # Taking sequence of elements    c(1, 2, 3, 4, 5, 6, 7, 8, 9),      # No of rows    nrow = 3,    # No of columns    ncol = 3,    # By default matrices are in column-wise order    # So this parameter decides how to arrange the matrix    byrow = TRUE  )  # Naming rows  rownames(A) = c("a", "b", "c")  # Naming columns  colnames(A) = c("c", "d", "e")  cat("The 3x3 matrix:\n")  print(A) |

**Output:**

The 3x3 matrix:

c d e

a 1 2 3

b 4 5 6

c 7 8 9

#### Creating special matrices:

R allows the creation of various different types of matrices with the use of arguments passed to the matrix() function.

* **Matrix where all rows and columns are filled by a single constant ‘k’:**   
  To create such a R matrix the syntax is given below:

***Syntax:****matrix(k, m, n)****Parameters:******k:****the constant****m:****no of rows****n:****no of columns*

**Example:**

|  |
| --- |
| # R program to illustrate special matrices Matrix having 3 rows and 3 columns,filled by a single constant 5  print(matrix(5, 3, 3)) |

**Output:**

[,1] [,2] [,3]

[1,] 5 5 5

[2,] 5 5 5

[3,] 5 5 5

* **Diagonal matrix:**   
  A diagonal matrix is a matrix in which the entries outside the main diagonal are all zero. To create such a R matrix the syntax is given below:

***Syntax:****diag(k, m, n)****Parameters:******k:****the constants/array****m:****no of rows****n:****no of columns*

**Example:**

|  |
| --- |
| # R program to illustrate special matrices  # Diagonal matrix having 3 rows and 3 columns filled by array of elements (5, 3, 3)  print(diag(c(5, 3, 3), 3, 3)) |

**Output:**

[,1] [,2] [,3]

[1,] 5 0 0

[2,] 0 3 0

[3,] 0 0 3

* **Identity matrix:**   
  An identity matrix in which all the elements of the principal diagonal are ones and all other elements are zeros. To create such a R matrix the syntax is given below:

***Syntax:****diag(k, m, n)****Parameters:******k:****1****m:****no of rows****n:****no of columns*

**Example:**

|  |
| --- |
| # R program to illustrate special matrices Identity matrix having 3 rows and 3 columns  print(diag(1, 3, 3)) |

**Output:**

[,1] [,2] [,3]

[1,] 1 0 0

[2,] 0 1 0

[3,] 0 0 1

#### ****Matrix metrics****

Matrix metrics mean once a matrix is created then

* How can you know the dimension of the matrix?
* How can you know how many rows are there in the matrix?
* How many columns are in the matrix?
* How many elements are there in the matrix? are the questions we generally wanted to answer.

**Example:**

|  |
| --- |
| # R program to illustrate matrix metrics Create a 3x3 matrix  A = matrix(    c(1, 2, 3, 4, 5, 6, 7, 8, 9),    nrow = 3,    ncol = 3,    byrow = TRUE  )  cat("The 3x3 matrix:\n")  print(A)    cat("Dimension of the matrix:\n")  print(dim(A))    cat("Number of rows:\n")  print(nrow(A))    cat("Number of columns:\n")  print(ncol(A))    cat("Number of elements:\n")  print(length(A))  # OR  print(prod(dim(A))) |

**Output:**

The 3x3 matrix:

[,1] [,2] [,3]

[1,] 1 2 3

[2,] 4 5 6

[3,] 7 8 9

Dimension of the matrix:

[1] 3 3

Number of rows:

[1] 3

Number of columns:

[1] 3

Number of elements:

[1] 9

[1] 9

#### Accessing elements of a Matrix

We can access elements in the R matrices using the same convention that is followed in data frames. So, you will have a matrix and followed by a square bracket with a comma in between array. Value before the comma is used to access rows and value that is after the comma is used to access columns. Let’s illustrate this by taking a simple R code.

**Accessing rows:**

|  |
| --- |
| # R program to illustrate access rows in metrics. Create a 3x3 matrix  A = matrix(    c(1, 2, 3, 4, 5, 6, 7, 8, 9),    nrow = 3,    ncol = 3,    byrow = TRUE  )  cat("The 3x3 matrix:\n")  print(A)    # Accessing first and second row  cat("Accessing first and second row\n")  print(A[1:2, ]) |

**Output:**

The 3x3 matrix:

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 4 5 6

[3, ] 7 8 9

Accessing first and second row

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 4 5 6

**Accessing columns:**

|  |
| --- |
| # R program to illustrate access columns in metrics Create a 3x3 matrix  A = matrix(    c(1, 2, 3, 4, 5, 6, 7, 8, 9),    nrow = 3,    ncol = 3,    byrow = TRUE  )  cat("The 3x3 matrix:\n")  print(A)    # Accessing first and second column  cat("Accessing first and second column\n")  print(A[, 1:2]) |

**Output:**

The 3x3 matrix:

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 4 5 6

[3, ] 7 8 9

Accessing first and second column

[, 1] [, 2]

[1, ] 1 2

[2, ] 4 5

[3, ] 7 8

**Accessing elements of a R matrix:**

|  |
| --- |
| # R program to illustrate access an entry in metrics.Create a 3x3 matrix  A = matrix(    c(1, 2, 3, 4, 5, 6, 7, 8, 9),    nrow = 3,    ncol = 3,    byrow = TRUE  )  cat("The 3x3 matrix:\n")  print(A)    # Accessing 2  print(A[1, 2])    # Accessing 6  print(A[2, 3]) |

**Output:**

The 3x3 matrix:

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 4 5 6

[3, ] 7 8 9

[1] 2

[1] 6

**Accessing Submatrices:**

We can access the submatrix in a matrix using the **colon(:)** operator.

|  |
| --- |
| # R program to illustrateaccess submatrices in a matrix. Create a 3x3 matrix  A = matrix(    c(1, 2, 3, 4, 5, 6, 7, 8, 9),    nrow = 3,    ncol = 3,    byrow = TRUE  )  cat("The 3x3 matrix:\n")  print(A)    cat("Accessing the first three rows and the first two columns\n")  print(A[1:3, 1:2]) |

**Output:**

The 3x3 matrix:

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 4 5 6

[3, ] 7 8 9

Accessing the first three rows and the first two columns

[, 1] [, 2]

[1, ] 1 2

[2, ] 4 5

[3, ] 7 8

#### ****Modifying Elements of a Matrix****

In R you can modify the elements of the matrices by a direct assignment.

**Example:**

|  |
| --- |
| # R program to illustrateediting elements in metrics Create a 3x3 matrix  A = matrix(    c(1, 2, 3, 4, 5, 6, 7, 8, 9),    nrow = 3,    ncol = 3,    byrow = TRUE  )  cat("The 3x3 matrix:\n")  print(A)    # Editing the 3rd rows and 3rd column element  # from 9 to 30  # by direct assignments  A[3, 3] = 30    cat("After edited the matrix\n")  print(A) |

**Output:**

The 3x3 matrix:

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 4 5 6

[3, ] 7 8 9

After edited the matrix

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 4 5 6

[3, ] 7 8 30

#### Matrix Concatenation

Matrix concatenation refers to the merging of rows or columns of an existing R matrix.

**Concatenation of a row:**

The concatenation of a row to a matrix is done using **rbind()**.

|  |
| --- |
| # R program to illustrate concatenation of a row in metrics Create a 3x3 matrix  A = matrix(    c(1, 2, 3, 4, 5, 6, 7, 8, 9),    nrow = 3,    ncol = 3,    byrow = TRUE  )  cat("The 3x3 matrix:\n")  print(A)    # Creating another 1x3 matrix  B = matrix(    c(10, 11, 12),    nrow = 1,    ncol = 3  )  cat("The 1x3 matrix:\n")  print(B)    # Add a new row using rbind()  C = rbind(A, B)    cat("After concatenation of a row:\n")  print(C) |

**Output:**

The 3x3 matrix:

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 4 5 6

[3, ] 7 8 9

The 1x3 matrix:

[, 1] [, 2] [, 3]

[1, ] 10 11 12

After concatenation of a row:

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 4 5 6

[3, ] 7 8 9

[4, ] 10 11 12

**Concatenation of a column:**

The concatenation of a column to a matrix is done using **cbind()**.

|  |
| --- |
| # R program to illustrateconcatenation of a column in metricsCreate a 3x3 matrix  A = matrix(    c(1, 2, 3, 4, 5, 6, 7, 8, 9),    nrow = 3,    ncol = 3,    byrow = TRUE  )  cat("The 3x3 matrix:\n")  print(A)    # Creating another 3x1 matrix  B = matrix(    c(10, 11, 12),    nrow = 3,    ncol = 1,    byrow = TRUE  )  cat("The 3x1 matrix:\n")  print(B)    # Add a new column using cbind()  C = cbind(A, B)    cat("After concatenation of a column:\n")  print(C) |

**Output:**

The 3x3 matrix:

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 4 5 6

[3, ] 7 8 9

The 3x1 matrix:

[, 1]

[1, ] 10

[2, ] 11

[3, ] 12

After concatenation of a column:

[, 1] [, 2] [, 3] [, 4]

[1, ] 1 2 3 10

[2, ] 4 5 6 11

[3, ] 7 8 9 12

**Dimension inconsistency:**Note that you have to make sure the consistency of dimensions between the matrix before you do this matrix concatenation.

|  |
| --- |
| # R program to illustrateDimension inconsistency in metrics concatenation Create a 3x3 matrix  A = matrix(    c(1, 2, 3, 4, 5, 6, 7, 8, 9),    nrow = 3,    ncol = 3,    byrow = TRUE  )  cat("The 3x3 matrix:\n")  print(A)    # Creating another 1x3 matrix  B = matrix(    c(10, 11, 12),    nrow = 1,    ncol = 3,  )  cat("The 1x3 matrix:\n")  print(B)    # This will give an error  # because of dimension inconsistency  C = cbind(A, B)    cat("After concatenation of a column:\n")  print(C) |

**Output:**

The 3x3 matrix:

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 4 5 6

[3, ] 7 8 9

The 1x3 matrix:

[, 1] [, 2] [, 3]

[1, ] 10 11 12

Error in cbind(A, B) : number of rows of matrices must match (see arg 2)

#### Deleting rows and columns of a Matrix

To delete a row or a column, first of all, you need to access that row or column and then insert a negative sign before that row or column. It indicates that you had to delete that row or column.

**Row deletion:**

|  |
| --- |
| R program to illustrate row deletion in metrics.Create a 3x3 matrix  A = matrix(    c(1, 2, 3, 4, 5, 6, 7, 8, 9),    nrow = 3,    ncol = 3,    byrow = TRUE  )  cat("Before deleting the 2nd row\n")  print(A)    # 2nd-row deletion  A = A[-2, ]    cat("After deleted the 2nd row\n")  print(A) |

**Output:**

Before deleting the 2nd row

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 4 5 6

[3, ] 7 8 9

After deleted the 2nd row

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 7 8 9

**Column deletion:**

|  |
| --- |
| # R program to illustrate column deletion in metricsCreate a 3x3 matrix  A = matrix(    c(1, 2, 3, 4, 5, 6, 7, 8, 9),    nrow = 3,    ncol = 3,    byrow = TRUE  )  cat("Before deleting the 2nd column\n")  print(A)    # 2nd-row deletion  A = A[, -2]    cat("After deleted the 2nd column\n")  print(A) |

**Output:**

Before deleting the 2nd column

[, 1] [, 2] [, 3]

[1, ] 1 2 3

[2, ] 4 5 6

[3, ] 7 8 9

After deleted the 2nd column

[, 1] [, 2]

[1, ] 1 3

[2, ] 4 6

[3, ] 7 9

### Example

# Create a matrix:  
thismatrix <- matrix(c(1,2,3,4,5,6), nrow = 3, ncol = 2)  
  
# Print the matrix:  
thismatrix

**Note:** Remember the c() function is used to concatenate items together.

You can also create a matrix with strings:

### Example

thismatrix <- matrix(c("apple", "banana", "cherry", "orange"), nrow = 2, ncol = 2)  
  
thismatrix

## Access Matrix Items:

You can access the items by using [ ] brackets. The first number "1" in the bracket specifies the row-position, while the second number "2" specifies the column-position:

### Example

thismatrix <- matrix(c("apple", "banana", "cherry", "orange"), nrow = 2, ncol = 2)  
  
**thismatrix[1, 2]**

The whole row can be accessed if you specify a comma **after** the number in the bracket:

### Example

thismatrix <- matrix(c("apple", "banana", "cherry", "orange"), nrow = 2, ncol = 2)  
  
**thismatrix[2,]**

The whole column can be accessed if you specify a comma **before** the number in the bracket:

### Example

thismatrix <- matrix(c("apple", "banana", "cherry", "orange"), nrow = 2, ncol = 2)  
  
**thismatrix[,2]**

**Access More Than One Row:**

More than one row can be accessed if you use the c() function:

### Example

thismatrix <- matrix(c("apple", "banana", "cherry", "orange","grape", "pineapple", "pear", "melon", "fig"), nrow = 3, ncol = 3)  
  
thismatrix[c(1,2),]

## Access More Than One Column:

More than one column can be accessed if you use the c() function:

### Example

thismatrix <- matrix(c("apple", "banana", "cherry", "orange","grape", "pineapple", "pear", "melon", "fig"), nrow = 3, ncol = 3)  
  
thismatrix[, c(1,2)]

## Add Rows and Columns

Use the cbind() function to add additional columns in a Matrix:

### Example

thismatrix <- matrix(c("apple", "banana", "cherry", "orange","grape", "pineapple", "pear", "melon", "fig"), nrow = 3, ncol = 3)  
  
newmatrix <- cbind(thismatrix, c("strawberry", "blueberry", "raspberry"))  
  
# Print the new matrix  
newmatrix

**Note:** The cells in the new column must be of the same length as the existing matrix.

Use the rbind() function to add additional rows in a Matrix:

### Example

thismatrix <- matrix(c("apple", "banana", "cherry", "orange","grape", "pineapple", "pear", "melon", "fig"), nrow = 3, ncol = 3)  
  
newmatrix <- rbind(thismatrix, c("strawberry", "blueberry", "raspberry"))  
  
# Print the new matrix  
newmatrix

**Note:** The cells in the new row must be of the same length as the existing matrix.

## Remove Rows and Columns:

Use the c() function to remove rows and columns in a Matrix:

### Example

thismatrix <- matrix(c("apple", "banana", "cherry", "orange", "mango", "pineapple"), nrow = 3, ncol =2)  
  
#Remove the first row and the first column  
thismatrix <- thismatrix[-c(1), -c(1)]  
  
thismatrix

## Check if an Item Exists:

To find out if a specified item is present in a matrix, use the %in% operator:

### Example

Check if "apple" is present in the matrix:

thismatrix <- matrix(c("apple", "banana", "cherry", "orange"), nrow = 2, ncol = 2)  
  
"apple" %in% thismatrix

**Number of Rows and Columns:**

Use the dim() function to find the number of rows and columns in a Matrix:

### Example

thismatrix <- matrix(c("apple", "banana", "cherry", "orange"), nrow = 2, ncol = 2)  
  
dim(thismatrix)

## Matrix Length:

Use the length() function to find the dimension of a Matrix:

### Example

thismatrix <- matrix(c("apple", "banana", "cherry", "orange"), nrow = 2, ncol = 2)  
  
length(thismatrix)

Total cells in the matrix is the number of rows multiplied by number of columns.

In the example above: Dimension = 2\*2 = **4**.

## Loop Through a Matrix

You can loop through a Matrix using a for loop. The loop will start at the first row, moving right:

### Example

Loop through the matrix items and print them:

thismatrix <- matrix(c("apple", "banana", "cherry", "orange"), nrow = 2, ncol = 2)  
  
for (rows in 1:nrow(thismatrix)) {  
  for (columns in 1:ncol(thismatrix)) {  
    print(thismatrix[rows, columns])  
  }  
}

## Combine two Matrices

Again, you can use the rbind() or cbind() function to combine two or more matrices together:

### Example

# Combine matrices  
Matrix1 <- matrix(c("apple", "banana", "cherry", "grape"), nrow = 2, ncol = 2)  
Matrix2 <- matrix(c("orange", "mango", "pineapple", "watermelon"), nrow = 2, ncol = 2)  
  
# Adding it as a rows  
Matrix\_Combined <- rbind(Matrix1, Matrix2)  
Matrix\_Combined  
  
# Adding it as a columns  
Matrix\_Combined <- cbind(Matrix1, Matrix2)  
Matrix\_Combined

## ARRAYS

Compared to matrices, arrays can have more than two dimensions.

We can use the array() function to create an array, and the dim parameter to specify the dimensions:

### Example

# An array with one dimension with values ranging from 1 to 24  
thisarray <- c(1:24)  
thisarray  
  
# An array with more than one dimension  
multiarray <- array(thisarray, dim = c(4, 3, 2))  
multiarray

#### Example Explained

In the example above we create an array with the values 1 to 24.

How does dim=c(4,3,2) work?  
The first and second number in the bracket specifies the amount of rows and columns.  
The last number in the bracket specifies how many dimensions we want.

**Note:** Arrays can only have one data type.

## Access Array Items:

You can access the array elements by referring to the index position. You can use the [] brackets to access the desired elements from an array:

### Example

thisarray <- c(1:24)  
multiarray <- array(thisarray, dim = c(4, 3, 2))  
  
multiarray[2, 3, 2]

The syntax is as follow: array[row position, column position, matrix level]

You can also access the whole row or column from a matrix in an array, by using the c() function:

### Example

thisarray <- c(1:24)  
  
# Access all the items from the first row from matrix one  
multiarray <- array(thisarray, dim = c(4, 3, 2))  
multiarray[c(1),,1]  
  
# Access all the items from the first column from matrix one  
multiarray <- array(thisarray, dim = c(4, 3, 2))  
multiarray[,c(1),1]

A comma (,) before c() means that we want to access the column.

A comma (,) after c() means that we want to access the row.

## Check if an Item Exists:

To find out if a specified item is present in an array, use the %in% operator:

### Example

Check if the value "2" is present in the array:

thisarray <- c(1:24)  
multiarray <- array(thisarray, dim = c(4, 3, 2))  
  
2 %in% multiarray

**Amount of Rows and Columns**

Use the dim() function to find the amount of rows and columns in an array:

### Example

thisarray <- c(1:24)  
multiarray <- array(thisarray, dim = c(4, 3, 2))  
  
dim(multiarray)

## Array Length:

Use the length() function to find the dimension of an array:

### Example

thisarray <- c(1:24)  
multiarray <- array(thisarray, dim = c(4, 3, 2))  
  
length(multiarray)

## Loop Through an Array:

You can loop through the array items by using a for loop:

### Example

thisarray <- c(1:24)  
multiarray <- array(thisarray, dim = c(4, 3, 2))  
  
for(x in multiarray){  
  print(x)  
}

# Classes in R Programming

Classes and Objects are basic concepts of Object-Oriented Programming that revolve around the real-life entities. Everything in R is an object. An **object** is simply a data structure that has some methods and attributes. A **class** is just a blueprint or a sketch of these objects. It represents the set of properties or methods that are common to all objects of one type.

Unlike most other programming languages, R has a three-class system. These are S3, S4, and Reference Classes.

#### S3 Class:

S3 is the simplest yet the most popular OOP system and it lacks formal definition and structure. An object of this type can be created by just adding an attribute to it. Following is an example to make things more clear:

**Example:**

|  |
| --- |
| # create a list with required components  movieList <- list(name = "Iron man", leadActor = "Robert Downey Jr")    # give a name to your class  class(movieList) <- "movie"    movieList |

**Output:**

$name

[1] "Iron man"

$leadActor

[1] "Robert Downey Jr"

In S3 systems, methods don’t belong to the class. They belong to generic functions. It means that we can’t create our own methods here, as we do in other programming languages like C++ or Java. But we can define what a generic method (for example print) does when applied to our objects.

|  |
| --- |
| print(movieList) |

**Output:**

$name

[1] "Iron man"

$leadActor

[1] "Robert Downey Jr"

**Example: Creating a user-defined print function**

|  |
| --- |
| # now let us write our method  print.movie <- function(obj)  {      cat("The name of the movie is", obj$name,".\n")      cat(obj$leadActor, "is the lead actor.\n")  } |

**Output:**

The name of the movie is Iron man .

Robert Downey Jr is the lead actor.

#### S4 Class:

Programmers of other languages like C++, Java might find S3 to be very much different than their normal idea of classes as it lacks the structure that classes are supposed to provide. S4 is a slight improvement over S3 as its objects have a proper definition and it gives a proper structure to its objects.

**Example:**

|  |
| --- |
| library(methods)    # definition of S4 class  setClass("movies", slots=list(name="character", leadActor = "character"))    # creating an object using new() by passing class name and slot values  movieList <- new("movies", name="Iron man", leadActor = "Robert Downey Jr")  movieList |

**Output:**

An object of class "movies"

Slot "name":

[1] "Iron man"

Slot "leadActor":

[1] "Robert Downey Jr"

As shown in the above example, **setClass()** is used to define a class and **new()** is used to create the objects.

The concept of methods in S4 is similar to S3, i.e., they belong to generic functions. The following example shows how to create a method:

**Output:**

An object of class "movies"

Slot "name":

[1] "Iron man"

Slot "leadActor":

[1] "Robert Downey Jr"

**Example:**

|  |
| --- |
| # using setMethod to set a method  setMethod("show", "movies",  function(object)  {      cat("The name of the movie is ", object@name, ".\n")      cat(object@leadActor, "is the lead actor.\n")  }  )  movieList |

**Output:**

[1] "show"

The name of the movie is Iron man .

Robert Downey Jr is the lead actor.

#### Reference Class

Reference Class is an improvement over S4 Class. Here the methods belong to the classes. These are much similar to object-oriented classes of other languages.

Defining a Reference class is similar to defining S4 classes. We use **setRefClass()** instead of **setClass()** and “fields” instead of “slots”.

**Example:**

|  |
| --- |
| library(methods)  # setRefClass returns a generator  movies <- setRefClass("movies", fields = list(name = "character",                         leadActor = "character", rating = "numeric"))    #now we can use the generator to create objects  movieList <- movies(name = "Iron Man",                      leadActor = "Robert downey Jr", rating = 7)  movieList |

**Output:**

Reference class object of class "movies"

Field "name":

[1] "Iron Man"

Field "leadActor":

[1] "Robert downey Jr"

Field "rating":

[1] 7

Now let us see how to add some methods to our class with an example.

**Example**

|  |
| --- |
| library(methods)    movies <- setRefClass("movies", fields = list(name = "character",                         leadActor = "character", rating = "numeric"), methods = list(                         increment\_rating = function()                         {                             rating <<- rating + 1                         },                         decrement\_rating = function()                         {                             rating <<- rating - 1                         }                       ))  movieList <- movies(name = "Iron Man",                      leadActor = "Robert downey Jr", rating = 7)    # print the value of rating  movieList$rating    # increment and then print the rating  movieList$increment\_rating()  movieList$rating    # decrement and print the rating  movieList$decrement\_rating()  movieList$rating |

**Output:**

[1] 7

[1] 8

[1] 7

# R Objects and Classes

R is a functional language that uses concepts of objects and classes.

An object is simply a collection of data (variables) and methods (functions). Similarly, a class is a blueprint for that object.

Let's take a real life example,

We can think of the class as a sketch (prototype) of a house. It contains all the details about the floors, doors, windows, etc. Based on these descriptions we build the house. House is the object.

## Class System in R

While most programming languages have a single class system, R has three class systems:

* [S3 Class](https://www.programiz.com/r/s3)
* [S4 Class](https://www.programiz.com/r/s4)
* Reference Class

**S3 Class in R**

S3 class is the most popular class in the R programming language. Most of the classes that come predefined in R are of this type.

First we create a list with various components then we create a class using the class() function. For example,

# create a list with required components

student1 <- list(name = "John", age = 21, GPA = 3.5)

# name the class appropriately

class(student1) <- "Student\_Info"

# create and call an object

student1

**Output**

$name

[1] "John"

$age

[1] 21

$GPA

[1] 3.5

attr(,"class")

[1] "student"

In the above example, we have created a list named student1 with three components. Notice the creation of class,

class(student1) <- "Student\_Info"

Here, Student\_Info is the name of the class. And to create an object of this class, we have passed the student1 list inside class().

Finally, we have created an object of the Student\_Info class and called the object student1.

## S4 Class in R

S4 class is an improvement over the S3 class. They have a formally defined structure which helps in making objects of the same class look more or less similar.

In R, we use the setClass() function to define a class. For example,

setClass("Student\_Info", slots=list(name="character", age="numeric", GPA="numeric"))

Here, we have created a class named Student\_Info with three slots (member variables): name, age, and GPA.

Now to create an object, we use the new() function. For example,

student1 <- new("Student\_Info", name = "John", age = 21, GPA = 3.5)

Here, inside new(), we have provided the name of the class "Student\_Info" and value for all three slots.

We have successfully created the object named student1.

## Example: S4 Class in R

# create a class "Student\_Info" with three member variables

setClass("Student\_Info", slots=list(name="character", age="numeric", GPA="numeric"))

# create an object of class

student1 <- new("Student\_Info", name = "John", age = 21, GPA = 3.5)

# call student1 object

student1

**Output**

An object of class "Student\_Info"

Slot "name":

[1] "John"

Slot "age":

[1] 21

Slot "GPA":

[1] 3.5

Here, we have created an S4 class named Student\_Info using the setClass() function and an object named student1 using the new() function.

## Reference Class in R:

Reference classes were introduced later, compared to the other two. It is more similar to the object oriented programming we are used to seeing in other major programming languages.

Defining a reference class is similar to defining a S4 class. Instead of setClass() we use the setRefClass() function. For example,

# create a class "Student\_Info" with three member variables

Student\_Info <- setRefClass("Student\_Info",

fields = list(name = "character", age = "numeric", GPA = "numeric"))

# Student\_Info() is our generator function which can be used to create new objects

student1 <- Student\_Info(name = "John", age = 21, GPA = 3.5)

# call student1 object

student1

**Output**

Reference class object of class "Student\_Info"

Field "name":

[1] "John"

Field "age":

[1] 21

Field "GPA":

[1] 3.5

In the above example, we have created a reference class named Student\_Info using the setRefClass() function.

And we have used our generator function Student\_Info() to create a new object student1.

## Comparison Between S3 vs S4 vs Reference Class

|  |  |  |
| --- | --- | --- |
| S3 Class | S4 Class | Reference Class |
| Lacks formal definition | Class defined using setClass() | Class defined using setRefClass() |
| Objects are created by setting the class attribute | Objects are created using new() | Objects are created using generator functions |
| Attributes are accessed using $ | Attributes are accessed using @ | Attributes are accessed using $ |
| Methods belong to generic function | Methods belong to generic function | Methods belong to the class |